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Abstract: There exist areas, such as the disease prevention or inclement weather protocols, in which the analysis of the information based on strict protocols require a high level of rigor and security. In this situation, it would be desirable to apply formal methodologies that provide these features. In this scope, recently, it has been proposed a formalism, fuzzy automaton, that captures two relevant aspects for fuzzy information analysis: imprecision and uncertainty. However, the models should be designed by domain experts, who have the required knowledge for the design of the processes, but do not have the necessary technical knowledge. To address this limitation, this paper proposes MODELFY, a novel model-driven solution for designing a decision-making process based on fuzzy automata that allows users to abstract from technical complexities. With this goal in mind, we have developed a framework for fuzzy automaton model design based on a Domain-Specific Modeling Language (DSML) and a graphical editor. To improve the interoperability and functionality of this framework, it also includes a model-to-text transformation that translates the models designed by using the graphical editor into a format that can be used by a tool for data analysis. The practical value of this proposal is also evaluated through a non-trivial medical protocol for detecting potential heart problems. The results confirm that MODELFY is useful for defining such a protocol in a user-friendly and rigorous manner, bringing fuzzy automata closer to domain experts.

Keywords: Model-driven engineering, Fuzzy automata, DSML, Graphical modeling editor, Decision making, Support Diagnostic
Categories: D.2.2, D.2.3, F.4.3
DOI: 10.3897/jucs.76030

1 Introduction

Formal methods allow us to model processes with mathematical precision and rigor. Therefore, the development of methodologies based on formal approaches provides a...
high degree of reliability for final products. There exist areas, for example medicine or weather events, in which the systems that are used, the protocols that are applied and the analysis of the information that is managed, require a high level of rigor and security. Hence, it would be desirable the use of formal methodologies in both the design of the corresponding models and the establishing of the rules for information analysis. One of the fields in the health area in which formal system development is beginning to be relevant is the disease prevention. The systems used for early diagnosis require to accurately process and analyze patient data, even in stages where they are still asymptomatic. In this scope, recently, it has been proposed a framework for information analysis [Calvo et al., 2018, Calvo et al., 2019] that considers two aspects very relevant in the analysis of clinical data: imprecision and uncertainty. In this work, the authors present a fuzzy version of automata that captures these characteristics. On the one hand, fuzzy automata (FZA) allow us to establish certain tolerance levels during the analysis of the data. On the other hand, it is possible to define restrictions that should be taken into account in determining the degree of confidence in the decisions made during the diagnostic process. This formalism also facilitates the representation of the correlation that must exist between the values of the parameters of interest for the detection of the pathology under consideration. This incorporates flexibility in the process, avoiding static analyses that can lead to wrong diagnoses. All these aspects make this formalism very suitable for use in the development of support systems for the early diagnosis of diseases, based on expert knowledge and the analysis of the data obtained from medical tests. Nevertheless, there are other domains in which the features provided by this formalism fits. For example, the design of protocols based on data analysis for severe weather events, identification of fire hazards etc. It is worth noting that the models should be designed by domain experts, who have the required knowledge for the design of the processes, but do not have the necessary technical knowledge. The tools used in the formal modeling frameworks require technical skills that experts have not acquired. This limitation may reduce the use of these tools. Therefore, we consider it would be useful to provide experts with a graphical tool that allows them to abstract from technical complexities and design models in a simple way. With this goal in mind, we have developed a framework for FZA model design based on a Domain-Specific Modeling Language (DSML) and a graphical editor: MODELFY.

To improve the interoperability and functionality of this framework, it will be used with a transformation process that translates the models designed by using the graphical editor into a format that can be used by a tool for data analysis. Therefore, we decided to develop a model-to-text transformation that automatically translates graphical FZA models into code that can be executed by the AUNTY tool [Calvo et al., 2018]. AUNTY automatically analyses data using FZA models. The tool is very powerful but the automata to be used to process the data have to be modeled in a complex and not intuitive way. The idea is to provide our graphical editor with a functionality that performs the transformation of the models into the code that AUNTY requires for their execution.

The contributions of this paper are:

- Design of a DSML for modeling FZA.
- Development of a graphical modeling editor that allows the graphical design and automatic validation of models that conform the FZA metamodel proposed in our DSML.
- Design and implementation of a model-to-text transformation process for automatically generating FZA code executable on the AUNTY tool for data analysis.
The rest of the paper is structured as follows. Section 2 describes the main concepts of Model-Driven Engineering (MDE) and the FZA definition. Section 3 describes our model-driven approach in a nutshell, being detailed in depth in the following sections. Section 3 introduces the FZA DSML and Section 5 the graphical editor. Section 6 presents our case study, which consists in modeling the behavior of the heart using our framework and translating the model for being used in AUNTY. Section 8 details the most relevant related work. Finally, Section 9 highlights our conclusions and some lines for future work.

2 Preliminary

In this section, the main concepts of MDE and FZA are explained.

2.1 Model-driven Engineering

MDE [Brambilla et al., 2017] is a discipline of software engineering, which deals with the use of models to improve productivity, quality and software maintenance, among others aspects, especially when it presents a high complexity, by increasing the level of abstraction and automation. MDE can be applied to different areas, from the development of new applications to reengineering based on models [Groenewegen and Visser, 2013, Popovic et al., 2015, Perić et al., 2014, Boubeta-Puig et al., 2015, Valero et al., 2021]. In this context, a system is defined as “a generic concept for the design of an application, platform, or software device” [Rodrigues da Silva, 2015]. A system can be composed of related to other subsystems. A model is a simplified representation of a system, an abstraction, which allows us to understand it better. This representation can be textual or graphical and is created by a DSML. Three components are distinguished in the design process. Firstly, an abstract syntax composed of a metamodel and a set of validation rules that allow to determine if a model is well defined. Secondly, a specific syntax including information on how to represent (visually or textually) the concepts of the abstract syntax. Finally, a transformation process between models that allows to automate the software development, the redesign of software, its simulation, etc. Next we review the main concepts and definitions underlying the scope of MDE.

There are numerous model definitions [Seidewitz, 2003, Selic, 2003, Kühne, 2006] although there is consensus that a model is a simplified representation of a system. There are some properties that characterize the models [Ludewig, 2003]. A model makes it possible to identify the elements of the reality that it represents. In addition, a model must be useful, that is, it must serve a final purpose. Finally, it must be a simplified version of that reality, in which they do not have to be represented all aspects of it, only those relevant to the purpose of the model.

A model is represented according to a modeling language, whose abstract syntax is defined by a metamodel. Intuitively, a metamodel is a representation of all the models that can be expressed with that language, a model of models. The modeling language of metamodels is a meta-model. Based on this, it can define models that describe metamodels and other models that describe meta-models. Thus, there could be infinite levels of metamodeling abstraction, but it has been seen that meta-models can be defined based on themselves. The possibility that these languages can be defined with respect to themselves allows to have a finite architecture. Therefore, there is no need for languages to define meta-metamodels. Figure 1 presents the four-level architecture (M0, M1, M2, M3) from the Object Management Group (OMG) standards which is used to describe the
A hierarchy of metamodelling. In this hierarchy it is assumed that an element of the level $M_i$ conforms to the model of the level $M_{i+1}$ which is instanced. In the case of the $M_3$ level, meta-metamodels are self-conforming. The $M_3$ level corresponds to the meta-metamodel. This layer provides a language for specifying metamodels, i.e., modeling languages. The meta-metamodels are defined on the basis of themselves, i.e., they conform to themselves. The standard metamodelling language proposed by the OMG is the Meta Object Facility (MOF) [Object Management Group, 2021]. In addition to this standard, other metamodel frameworks have been proposed such as the Eclipse Modeling Framework (EMF) [Steinberg et al., 2008] which has its own language of metamodelling, Ecore. In the $M_2$ level are the metamodels defined according to a meta-metamodel. Metamodels basically constitute the definition of a modeling language, i.e., the concepts of the language and the relationships between them, as well as the rules to determine whether a model is well-formed. A metamodel can look like a description of the set of all models that can be represented by that language [Brambilla et al., 2017]. Both Unified Modeling Language (UML) [Object Management Group, 2017] and Common Warehouse Metamodel (CWM) [Object Management Group, 2003] are examples of meta-metamodels that conform to the MOF meta-model. Level $M_1$ corresponds to the models defined according to a metamodel. The models define concepts of the domain of interest based on concepts of the language defined by a metamodel. In level $M_0$ we find the instances of the models that correspond to real entities of the domain, such as concepts, processes, etc.

Models must conform to the corresponding metamodel, which, as already mentioned, represents the abstract syntax of the modeling language. This syntax describes the structure of language, regardless of a specific notation. The concrete syntax of the language provides a representation of the modeling language that will allow to design models conform to the metamodel. This syntax can be graphical, such as that associated with UML, or textual, such as Emfatic [Daly, 2004] which defines Ecore. A graphical syntax presents graphical symbols, figures, labels and composition rules of such graphic elements. The graphical syntax must also provide the correspondence of the graphic symbols and the elements of the abstract syntax. A textual syntax includes elements to represent the information collected in the models, as well as keywords for represent the elements, limiting characters, etc... The modeling languages can be both general purpose languages and DSMLs. The latter are modeling languages designed specifically for a certain domain that includes its main primitives and abstractions [Voelter, 2013]. As examples, BPMN [Dumas et al., 2018, Object Management Group, 2020] for business process modeling and WebML [Ceri et al., 2000] for web application modeling or PGA
for modeling business strategies with the internal infrastructure and processes [Roelens and Bork, 2020].

2.2 Fuzzy Automata

In this work, finite automata will be used for process modeling of systems that require to consider certain degree of imprecision and uncertainty in the analysis of information. To deal with these features we have decided to rely on a formalism recently proposed by [Calvo et al., 2019], FZA, which allows to take into account these characteristics through the use of fuzzy logic. Intuitively, fuzzy logic allows to define relationships that provide a measure, in a range from 0 to 1, of the level of confidence in the analysis of data.

In order to determine this level of confidence fuzzy relations are used. Unlike the classic relations, whose evaluation return either 0 (true) or 1 (false), fuzzy relations provide a value in the interval [0, 1]. These relationships are parameterized by a value, denoted by δ, which indicates the maximum deviation allowed from the expected value. For example, in the case of evaluating whether \( a \in [\alpha, \beta] \) and such value is in the interval, the relationship is met with confidence 1. However, if \( a < \alpha \) or \( a > \beta \) and the distance is less than \( \delta \) we will obtain a positive confidence, which decreases as this distance increases. Finally, if \( a < \alpha + \delta \) or \( a > \beta + \delta \) then the confidence level will be 0.

**Definition 1** A fuzzy relation is a function \( f_r : \mathbb{R}^n \to [0, 1] \) where \( n \geq 2 \).

Initially, in this framework, we have only considered linear relations because we think they are more intuitive than non-linear relations. Nevertheless, it could be easily extended for dealing with any other kind of fuzzy relations. In the following we present the ones that we consider in this work.

**Definition 2** Let \( \delta \in \mathbb{R}_+ \). We define the three relations \( x \leq y^\delta \), \( x \geq y^\delta \), \( x = y^\delta : \mathbb{R}_+^2 \to [0, 1] \) as follows:

\[
\begin{align*}
x \leq y^\delta & \equiv \\
\begin{cases}
1 & \text{if } x < y \\
\frac{\delta + y - x}{\delta} & \text{if } y \leq x \leq y + \delta \\
0 & \text{if } y + \delta < x
\end{cases}
\end{align*}
\]

\[
\begin{align*}
x \geq y^\delta & \equiv \\
\begin{cases}
1 & \text{if } x > y \\
\frac{\delta + x - y}{\delta} & \text{if } y \geq x \geq y - \delta \\
0 & \text{if } y - \delta > x
\end{cases}
\end{align*}
\]

\[
\begin{align*}
x = y^\delta & \equiv \\
\begin{cases}
0 & \text{if } x \leq y - \delta \\
\frac{x - y + \delta}{\delta} & \text{if } y - \delta < x \leq y \\
\frac{-x + y + \delta}{\delta} & \text{if } y < x \leq y + \delta \\
0 & \text{if } y + \delta < x
\end{cases}
\end{align*}
\]

In addition to the previous fuzzy relations, we introduce a ternary fuzzy relation \( x \leq y \leq z^\delta : \mathbb{R}_+^3 \to [0, 1] \) as follows
Figures 2a and 2b present examples of the use of these relations in which we consider \( \delta = 1 \). The x-axis corresponds to the parameter while the y-axis indicates the confidence.

A fuzzy constraint is a formula combining fuzzy relations.

**Definition 3** Given a set \( X \) of variables, the set \( C_X \) of fuzzy constraints over \( X \) is defined by the following EBNF:

\[
C ::= \text{True} \mid F \\
F ::= F, F \mid fr
\]

where \( fr \) is a fuzzy relation.

The combination of the confidence values obtained from the evaluation of the fuzzy relations is performed by means of \( t \)-norms. A \( t \)-norm is a binary operation that allows to generalize the conjunction of propositional logic. A fuzzy constraint may include free variables. The evaluation of the fuzzy constraints corresponds to a degree of constraint satisfaction in the range from 0 to 1.

**Definition 4** A \( t \)-norm is a function \( \Delta : [0, 1] \times [0, 1] \rightarrow [0, 1] \) satisfying the following properties:

- **Commutativity:** \( \forall x, y \in [0, 1]: x \triangle y = y \triangle x \).
- **Associativity:** \( \forall x, y, z \in [0, 1]: (x \triangle y) \triangle z = x \triangle (y \triangle z) \).
- **Monotonicity:** \( \forall x_1, x_2, y_1, y_2 \in [0, 1]: \text{if } x_1 \leq y_1 \land x_2 \leq y_2 \text{ then } x_1 \triangle x_2 \leq y_1 \triangle y_2 \).
- **Identity element:** \( \forall a \in [0, 1]: 1 \triangle a = a \).
Since t-norms are commutative and associative, we will sometimes use $\Delta(t_1, t_2, \ldots, t_n)$ as a shorthand of $\Delta(t_1, \Delta(t_2, \ldots, t_n))$. Abusing the notation, given two fuzzy constraints, $C_1 = f_{r11}, f_{r12}, \ldots, f_{r1k}$ and $C_2 = f_{r21}, f_{r22}, \ldots, f_{r2s}$, we will use $\Delta(C_1, C_2)$ to denote $\Delta(f_{r11}, f_{r12}, \ldots, f_{r1k}, f_{r21}, f_{r22}, \ldots, f_{r2s})$.

We can find different t-norms in the literature, whose application will depend on the nature of the data analysed, such as Gödel, Hamacher, Lukasiewicz or Frank [Kauers et al., 2011, Borgwardt et al., 2017]. In this framework, we will use the Gödel and the Hamacher t-norms which are defined as $G(x, y) = \min\{x, y\}$ and $H(x, y) = \frac{xy}{x+y-xy}$ for all $x, y \in [0, 1]$, respectively.

**Definition 5** Given a set $X$ of variables, a transformation function for a variable $x \in X$ is a function $f_x : \mathbb{R}_+ \rightarrow \mathbb{R}_+$ that modifies the value of the variable $x$. The set of transformation functions, denoted $TV$, is the set of all the total functions from $\mathbb{R}_+$ to $\mathbb{R}_+$.

A valuation over $X$ is a function that assigns a non-negative real number to every variable in $X$. The set of valuations of $X$, denoted $V_X$, is the set of all the total functions from $X$ to $\mathbb{R}_+$. Given a valuation $vl \in V_X$, a tuple of variables $\bar{x} = (x_1, \ldots, x_n)$ and a tuple of values $\bar{v} = (v_1, \ldots, v_n)$ such that for all $1 \leq i \leq n$ we have that $x_i \in X$ and $v_i \in \mathbb{R}_+$, we define the valuation $vl[\bar{x}/\bar{v}]$ such that for all $x \in X$:

$$vl[\bar{x}/\bar{v}](x) = \begin{cases} v_i & \text{if } \exists 1 \leq i \leq n : x = x_i \\ vl(x) & \text{otherwise} \end{cases}$$

Given a valuation $vl \in V_X$ and a transformation function for a variable $var \in X$, $f_{var} \in TV$, we define the valuation $f_{var}[vl]$ for all $x \in X$ as:

$$f_{var}[vl](x) = \begin{cases} f_{var}(vl(x)) & \text{if } x = var \\ vl(x) & \text{otherwise} \end{cases}$$

The satisfaction of a fuzzy constraint $C$ by a valuation $vl \in V_X$ considering a t-norm $\Delta$, denoted by $vl \models C$, is defined as follows:

$$\begin{align*}
vl \models True & \iff \forall x \in X : vl(x) = 0 \\
vl \models fr(x_1, \ldots, x_n) & \iff \forall x : fr(vl(x_1), \ldots, vl(x_n)) > 0 \\
v & \models F_1, F_2 & \iff (vl \models F_1 \lor vl \models F_2) \land \Delta(F_1, F_2) > 0
\end{align*}$$

Next, we introduce the notion of an extended finite automaton. Essentially, this is a finite automaton extended with a set of variables; these variables will be used to establish constraints for triggering transitions.

**Definition 6** A fuzzy automaton is a tuple $A = (S, Acts, X, X_0, s_0, T)$ where:

- $S$: finite set of states.
- Acts: set of actions, divided into a set of inputs $I$ and a set of outputs $O$. An input action consists of a name and empty tuple of variables. An output action is composed of a name and maybe a tuple of expressions over the set of variables.
- $X$: a set of variables.
- $X_0 : X \rightarrow \mathbb{R}_+$ a function that assigns the initial values to the variables.
– \( s_0 \in S \): the initial state.

– \( T \subseteq S \times \text{Acts} \times C_X \times \mathcal{P}(TV) \times S \): a set of transitions satisfying next conditions:
  
  • Output transitions have associated True as constraint.
  
  • Input transitions may have associated a fuzzy constraint whose free variables appear in the input action.
  
  • The set of transformation functions associated with output transitions is the empty set.
  
  • Given an output transition outgoing from a state \( s \) there does not exist an input transition outgoing from \( s \).

A configuration of \( A \) is a pair \((s, vl)\) where \( s \in S \) is the current state and \( vl \in V_X \) is the valuation corresponding to the current value of the variables belonging to \( X \).

Given a configuration \((s, vl)\), a tuple of variables \( \bar{x} = (x_1, \ldots, x_n) \) belonging to \( X \) and a tuple of real values \( \bar{v} = (v_1, \ldots, v_n) \), if an input action \( a(\bar{v}) \) is received then a transition \((s, a(\bar{v}), C, \{f_{x_1}, \ldots, f_{x_n}\}, s')\) can be fired if \( vl[\bar{x}/\bar{v}] \models C \). In this case, the configuration will change to \((s', f_{x_1}(\ldots f_{x_n}(vl[\bar{x}/\bar{v}])\ldots))\). If a transition \((s, a(e_1, \ldots, e_n, \text{True}, s')\) is triggered, the output \( a \) is produced for the expressions \( e_1, \ldots, e_n \) that are evaluated considering the valuation \( vl \). Then the configuration will change to \((s', vl)\).

A FZA is a directed graph which transitions are labeled by an action and a fuzzy constraints. The input actions consist of a name (preceded by ?) and a tuple of variable names. The outputs also have a name (preceded by !), followed by a tuple of expressions. A transition may also have a variable transformation associated with it. A variable transformation assigns to each variable a real value. Intuitively, when the automaton receives an input action, the fuzzy constraints associated to the transitions labeled by this input are evaluated with the variable values mapped by the input action. If the grade of confidence is higher than 0, then the transitions can be performed and the variable transformations may be applied. If the evaluations of several fuzzy constraints are higher than 0, then the transition with the highest grade of confidence will be performed. When an output action is produced, the associated expressions are evaluated considering the current value of the variables.

**Example 1.** Let us consider the FZA depicted in Figure 3. This is a simplification of a FZA that can send out alerts regarding the risk of a patient to suffer diabetes. The complete version of the automaton takes into account the gender and age of the patients, as well as other aspects that can affect normal blood sugar level ranges. However, for the sake of clarity and simplicity, in this example, we will only analyze the blood sugar level measures with respect to the normal range corresponding to a healthy adult before meals, that is, \([90, 100]\). In order to produce a diagnosis, the blood sugar levels of the patients will be checked.

The automaton presents 4 states and 7 transitions, being \( s_0 \) the initial state. After the identifier of the patient is read and stored in variable \( a(\text{id}(a)) \), the automaton checks each measure and determines if they fall within the expected range. The input action \( ?\text{glucose}(gl, t) \) stores the measure and the time at which it was taken in variables \( gl \) and \( t \), respectively. Depending on the value of \( gl \) two different transitions can be triggered. Let us assume \( gl = 102 \). In this case, the measure does not belong to the normal blood
sugar level range. However, a small deviation is allowed ($\delta = 5$) and therefore, the evaluation of the fuzzy constraint associated to one of the transitions outgoing from state $s1$, $90 \leq gl \leq 100$ [$\delta = 5$], provides a positive level of confidence, specifically, 0.6. It means that, with probability 0.6, the value of $gl$ can be considered acceptable. The rest of the measures will be processed until either all the data of the patient have been read or there exists a positive confidence that a value is out of the acceptable range. In the case that $gl = 120$, the transition labeled with the fuzzy constraint $90 > gl || 100 < gl$ [$\delta = 5$] will be triggered with a level of confidence 1. Then, it will produce an output action, !alert{(a, gt, t)}, that informs about the possibility that the patient suffers the risk of having a diabetes disease.

3 Our Approach in a Nutshell

This section summarizes our model-driven approach for modeling FZA and transforming them into code for data analysis. This approach is illustrated in Figure 4 and detailed as follows:

1. **FZA modeling.** The domain expert must graphically design the FZA for a specific protocol, such as diagnosis support for a specific disease. The designed model must conform to our metamodel described in Section 4.1.1.

2. **FZA validation.** Once the model has been designed, the editor validates it by means of the metamodel constraints and the validation rules defined in Section 4.1.2. In the case the model does not comply any of these conditions, the editor shows the errors which must be solved.

3. **Model-to-code transformation.** The model is automatically transformed into the AUNTY code as explained in Section 4.2.1.

4. **Code import.** The generated code is imported by the AUNTY tool with the goal of being used for data analysis.

5. **Data analysis.** At this point, the AUNTY tool can analyse data on the basis of the restrictions considered in the designed model.
The phases 1-3 are performed at design time while steps 4-5 correspond to runtime execution.

We would like to highlight that the main aim of our model-driven approach is to facilitate the design of FZA through the development of a domain-independent editor that allows non-technical users to graphically define FZA in an easy way, avoiding they have to write code that requires technical skills. To reach this goal, we have followed the following steps:

- **Definition of the FZA metamodel.** A metamodel for FZA has been proposed. This is domain-independent, and therefore can be used for designing models that require the use of the key features of this formalism, that is, the specification of uncertainty and imprecision in the analysis of the data.

- **Development of a graphical modeling editor.** An editor for the FZA metamodel has been developed with the aim of facilitating non-technical experts the design of the protocols to be applied for the analysis of critical information, based on their expertise knowledge.

- **Model validation process.** In addition to the constraints imposed by the metamodel, it is necessary to check that it satisfies the validation rules that allow us to determine that the model is well-formed.

- **Model transformation process.** Once a correct model has been designed, we propose a model transformation process in order to automatically transform such a model into code that can be used by the AUNITY tool for analyzing data.
Figure 5: FZA Metamodel
4 Domain-specific Modeling Language for Fuzzy Automata

In this section, we propose a graphical DSML that will allow users to define FZA. Following, we introduce the components that define it: (a) the abstract syntax consisting of both a metamodel—a model describing FZA concepts and the relationships between them—and a collection of validation rules to determine whether a model is well formed; (b) the concrete syntax that consists of the graphical symbols that will be used for designing models; and (c) the model-to-text transformation for software automatic generation.

4.1 Abstract Syntax

The abstract syntax of a DSML is composed of a metamodel, in which the language concepts and relationships between them are defined, as well as the conditions over elements and relationships that the models must comply with in order to ensure they are well-formed.

4.1.1 Fuzzy Automaton Metamodel

Figure 5 depicts the proposed metamodel for defining FZA. Next, we describe the metaclasses and the relationships of which is composed it:

- **FuzzyAutomaton**: The main metaclass of the metamodel. The root of a FZA is an instance of FuzzyAutomaton, which must contain states (State), a set of variables (VariableSet), transitions (Transition) and transition elements (TransitionFeature). Every FZA is identified by a unique name and has associated the T-norm that will be used to combine the confidence values obtained from the evaluation of fuzzy constraints associated to the executed transitions. The tNorm attribute can take the GODEL and HAMACHER values.

- **State**: A state can be either an initial or not initial state.

- **Variable**: An identifier whose value might change during the execution of the automaton. The value corresponds to double type.

- **VariableSet**: A named collection of variables (Variable) that may be used as input parameters of input actions (Input) and may be included in expressions associated to output actions (Output), fuzzy relations (FuzzyRelation) or variable updates (VarUpdate).

- **Transition**: A transition connects two states (State), a source state and a target state. It also has associated some features (TransitionFeature) that corresponds to the FuzzyConstraint, Action and VarTransformation related to the execution of the transition.

- **TransitionFeature**: A container element that consist of, at least, an Action but can also contain a FuzzyConstraint and/or a VarTransformation.

- **Action**: An action can be either an input action (Input) or an output action (Output).

- **Input**: An input action corresponds to an stimuli of the environment and can have associated a set of variables (Variable) that represents input parameters.
– **Output**: An output action produces information that corresponds to the evaluation of the associated expression.

– **FuzzyConstraint**: A fuzzy constraint, identified by a name corresponds to a set of fuzzy relations (FuzzyRelation). The \textit{tnorm} attribute establishes how the values obtained from the evaluation of the fuzzy relations have to be combined.

– **FuzzyRelation**: A relation whose type can be \textit{EQ, GTE, LTE}, corresponding to the binary operators $=$, $\geq$, and $\leq$, respectively, or the ternary relation \textit{TERN} that represents an interval. Depending on the type of the relation, two or three expressions have to be assigned to it.

– **VarTransformation**: A named group of variable updates (VarUpdate).

– **VarUpdate**: An expression associated to a variable (Variable) that corresponds to the update of its value.

### 4.1.2 Validation Rules for FA Metamodel

In addition to the metamodel, the abstract syntax requires the definition of validation rules. A model conforms a metamodel if it satisfies the restrictions imposed by the metaclasses and the relations between them and comply the validation rules. Table 1 presents the validation rules defined in our DSML.

<table>
<thead>
<tr>
<th>Metaclass</th>
<th>Validation rules</th>
</tr>
</thead>
<tbody>
<tr>
<td>State</td>
<td>A FZA must have an initial state.</td>
</tr>
<tr>
<td></td>
<td>A FZA has only one initial state.</td>
</tr>
<tr>
<td></td>
<td>A state has at least an incoming or an outgoing transition.</td>
</tr>
<tr>
<td>Variable</td>
<td>The first character of the identifier of a variable (name) cannot be a digit.</td>
</tr>
<tr>
<td></td>
<td>The name of a variable must be unique.</td>
</tr>
<tr>
<td>Output</td>
<td>Expressions associated with outputs only contain arithmetic operators.</td>
</tr>
<tr>
<td></td>
<td>Expressions are type-correct.</td>
</tr>
<tr>
<td>Fuzzy Relation</td>
<td>Expressions associated with fuzzy relations only contain arithmetic operators.</td>
</tr>
<tr>
<td></td>
<td>Expressions only contain variables defined in the VariableSet.</td>
</tr>
<tr>
<td></td>
<td>Expressions are type-correct.</td>
</tr>
<tr>
<td></td>
<td>The attribute \textit{expression3} is mandatory for ternary fuzzy relation, i.e., those whose type is \textit{TERN}.</td>
</tr>
<tr>
<td></td>
<td>The attribute \textit{expression3} cannot have a value in binary fuzzy relations, i.e., those whose type is \textit{EQ, GTE or LTE}.</td>
</tr>
<tr>
<td>Var Update</td>
<td>The expressions associated with variable updates only contain arithmetic operators.</td>
</tr>
<tr>
<td></td>
<td>Expressions are type-correct.</td>
</tr>
</tbody>
</table>

Table 1: Validation rules for fuzzy automaton metamodel.
4.2 Concrete Syntax

The concrete syntax of a DSML allows us to establish a relationship between metamodel concepts and their textual or graphical representation. In our case, we have defined a graphical concrete syntax that provides a graphical notation for each of the elements that can be used in the design of a FZA model. Figure 6 shows the concrete syntax for FZA models.

![Concrete Syntax Diagram]

Figure 6: Graphical concrete syntax

4.2.1 Model-to-text Transformation

The last component of our DSML corresponds to the transformation of FZA models into AUNTY code. The transformation will allow users to analyze data against the model of interest. Figure 7 shows the model transformation integrated in our framework. In order to provide the automatic model-to-code transformation, we have created the \texttt{FZAtoAUNTYcode} module, which has been implemented in Eclipse Epsilon Generation Language (EGL) [Kolovos et al., 2020].
In order to give support to users for designing FZA models, we have developed a graphical modeling editor\(^1\). We have used the Epsilon family of languages [Kolovos et al., 2020] to implement it. Epsilon provides EuGENia, a tool which automatically generates the models needed for the implementation of a Graphical Modeling Framework (GMF) editor resulting from a single annotated Ecore metamodel. This editor allows to create FZA models conforming to the FZA metamodel which will be stored as XML Metadata Interchange (XMI) files. The editor is composed of the tool palette, the canvas and the property view.

The palette has been customized using Epsilon Object Language (EOL), an imperative language inspired by OCL. The elements in the palette have been classified in two groups:

- **Objects.** It includes the tools corresponding to the following metamodel classes: FuzzyConstraint, FuzzyRelation, Input, Output, State, TransitionFeature, Variable, VariableSet, VarTransformation, VarUpdate.

- **Connections.** It contains the Transition tool for connecting states (State), and the FeatureToTransition tool for linking transitions (Transition) to transition features (TransitionFeature).

The canvas is the area where the elements in the palette can be placed, in a drag-and-drop fashion, to define models that conform to the FZA metamodel. The attributes of the elements can be established both in a graphical way and using the properties view. Notice that a particular palette tool can be used in a specific component if the obtained model conforms to our metamodel and satisfy the validation rules defined in Section 4.1. Figure 8 shows a screenshot of the graphical editor.

---

\(^1\) MODELFY: [https://github.com/mgmerayo/MODELFY](https://github.com/mgmerayo/MODELFY)
6 Case Study: Early Detection of Heart Diseases

The goal of this case study is to show how our proposal (see Section 3) can be applied for the design of a real protocol that requires the incorporation of uncertainty and imprecision.

AUNTY tool provides users with a functionality that allows to load fuzzy automata from a text file with a specific format, and saved it for being used in the analysis of data. Data must be given in the form of sequences of input actions corresponding to the considered automaton. AUNTY is able to apply the sequence of input actions to the automaton and provides the produced outputs together with the degree of confidence associated with them. In this case study, we focus on prediction of heart problems. Specifically, we have modeled the behavior of the heart based on the data that can be extracted from ECGs (electrocardiograms): heartbeats per minute and the time elapsed between two successive R-waves of the QRS signal on the electrocardiogram (RR interval). This model, corresponding to a fuzzy automaton, has been designed using our graphical editor. The automatic model-to text transformation integrated in this editor has provided us with the file corresponding to the code required by the AUNTY tool for using it in the analysis of the ECGs. Our model considers normal levels of these parameters [Rijnbeek et al., 2014, Haarmark et al., 2010]. The application of the data of the patients collected from ECGs to our model will allow us to alert about the level of risk of a patient to suffer a heart problem.

Next, we will apply the steps described in our model-driven approach for modeling the behavior of the heart by means of a FZA and transforming it into code for data analysis.

In particular, the data that the automaton must manage corresponds to the next parameters:

- **Gender**: Man and Woman.
- **Age**: Eight groups of age have been defined: [20, 29], [30, 39], [40, 49], [50, 59],
– **Heartbeats.** The range of heartbeats per minute (bpm) for healthy patients according to their gender and age.

– **RR waves.** The range of RR waves duration (measured in milliseconds) for healthy patients, according to their gender, age and bpm.

In the case that an *abnormal* data is detected, an alarm, associated with a grade of confidence, will be sent out.

The automaton has 130 states and 258 transitions. There are two transitions outgoing from the initial state corresponding to the gender of the patient. After that, each of the reached states has 8 transitions, one per age group. Each of these age groups has associated a *sub-automaton* with 7 states and a transition to the initial state that indicates that all the data for a patient have been processed. Each minute, the automaton checks if the number of beats falls within the normal amount of bpm in the age range. If it does, then the automaton does not take into account the RR intervals in that minute and marks it to be ok. Otherwise, the automaton processes each RR interval. If there is at least one interval out of range, an alarm is raised (with a certain grade of confidence).

**Figure 9: FZA for detecting heart problems protocol**

Figure 9 shows a partial view of the FZA designed with the graphical editor. Additionally, Listing 1 in Appendix A presents a fragment of the file corresponding to the
code required by the AUNTY tool for the analysis of data generated from the graphical version. The file can be found at https://github.com/mgmerayo/MODELFY.

As we mentioned previously, the ranges and deviations used to define the fuzzy constraints associated to the transitions have been taken from [Rijnbeek et al., 2014]. In the case of the age, the \( \delta \) value is obtained from the 20\% of the highest value of each age range. The idea is that the patients could be wrongly classified according to their age. For instance, if a patient is 53 years old then we should classify him/her in the group that considers the range [50,59]. However, it may happen that the patient has a very healthy life style and, therefore, his/her heart is younger. Hence, we should also classify this patient in the age group corresponding to the range [40,49] and decide in which group fits better the collected. Regarding the heartbeats, we had applied the estimations made in [Hozo et al., 2005]: if the size of a sample exceeds 25 then the median itself is the best estimator for the mean and the best estimator for the standard deviation is \( \sigma \approx b - a/6 \) where \( a \) is the smallest value of the sample (the 2nd percentile in our case) and \( b \) is the largest value of the sample (the 98th percentile in our case).

The database that we use [Rijnbeek et al., 2014] has data from 13354 patients and, therefore, we can base our limits on the median of each range while \( \delta \) is based on the standard deviations of each range. Concerning RR waves, we have used the data from [Haarmark et al., 2010]. The problem in this case was that we only had the information of the RR waves duration for the patients of the age range [30–39]. So, if we had used these limits for all the patients, then the prediction would have been erroneous. Therefore, we also considered another work [11] where the duration of the RR waves is derived from data corresponding to heartbeats. So, our limits are based on the application of the following formula \( RRm,8 \approx 60000/bpm \) to the bpm data obtained from [Rijnbeek et al., 2014]. Once we have designed the FZA using our graphical editor, it has been automatically transformed to the code that the AUNTY tool use for execution. With the goal of assessing the usefulness of the FZA, we have considered the MIT/BIH Arrhythmia Database Directory [Moody and Mark, 2001]. This study includes data from 48 ECGs with a duration of 30 min. All of them present some heart pathology. Specifically, 48\% of the samples have been annotated in the database as representative cases of routine clinical recordings while the remaining 52\% reflect uncommon cases of arrhythmia.

Among the results that we obtained from the analysis of the data we have selected the results corresponding to five different patients as example: 2 males and 3 females. For each patient, our model has taken three age ranges into consideration. The first range corresponds to the one to which the patient actually belongs. The other two ranges are the adjacent ones. We have applied our automaton to the record of each patient and we have recorded the signals that our model produces per minute during the analysis of the data. Table 2 shows the results obtained when the real range of the patients is considered. It only presents the data corresponding to the first 30 minutes of the process. Each column shows the grade of confidence associated to the alert and ok signals obtained per minute.

Next, we briefly explain some of the inferences we can draw from the results obtained from the evaluation of the selected patients. In order to simplify the analysis, we base on the graphical representation of the results. We use 3 graphics per patient corresponding to the results related to the 3 ranges of age considered.

Patient 221 is a 83 year-old female. The analysis of his record (see Figure 10) shows that he presents some kind of arrhythmia. Even if we consider the adjacent ranges of age.

Patient 107 is a 63 year-old male. We can see in Figure 11 that the results show intermittent periods of time where we have no solid evidence of any heart issue, followed

---

2 https://physionet.org/physiobank/database/mitdb/
Table 2: Grades of confidence per patient and minute for real range.

by periods where evidence of a possible arrhythmia can be appreciated. It is worth noticing that peaks related to the confidence of the patient being healthy correlate with valleys corresponding to the confidence of the patient having heart issues.

Patient 220 is a 87 year-old female. In this case (see Figure 12), the results are really interesting since, overall, we can observe that the first half of the results matches with the expected heart parameters of a person whose age is between 80 and 90 years old. However, the second half of the record tends to fit better with the usual parameters of a person older than 90 years old. This may indicate that the heart tissue of the patient has some indication that makes the behavior of the heart corresponds to the one of an older person.

Patient 207 is a 89 year-old female. The analysis of the data (see Figure 13), corresponding to the first minutes, exhibits that of the patient has some risk of having a heart problem. However, around minute 10 it experiments a noticeable improvement. This may be caused by a treatment, since after a few minutes we can observe that the degree of confidence associated to the presence of a possible heart problem increases while the level of confidence related to a healthy heart decreases.

Patient 222 is a 84 year-old female. In this case (see Figure 14), we can observe that during the first minutes, the data fit in the expected behavior of a healthy heart. However,
after minute 10, alerts maybe related to an abnormal behavior are raised again.

As a result, we can conclude that the representation of the protocol by means of a FZA has appropriately captured the protocol for detecting potential heart problems.

Figure 10: Patient 221

Figure 11: Patient 107

Figure 12: Patient 220
7 Threats To Validity

The results obtained from our experiments have possible threats to their validity. In this section we present them. Concerning threats to internal validity, which consider uncontrolled factors that might be responsible for the obtained results, the main threat is associated with the possible faults introduced in the development of the experiments, since the results could be compromised. In order to reduce the impact of this threat we tested our graphical editor. We focused in checking the correct behavior of the validation rules and the model to text transformation. We did it applying mutation testing techniques with the goal of injecting faults of interest in different models. It helped us to determine the capacity of the editor for detecting these error. In addition, we have replicated the performed experiments several times to check the robustness of the results.

The main threat to external validity, which concerns conditions that allow us to generalize our findings to other scenarios, the most important one corresponds to the model we used to perform the experiments. Such a threat cannot be addressed since we had to focus on a specific model. Nevertheless, any other model could have been used.

We have also considered threats to construct validity, which are related to the reality of our experiments, that is, whether they reflect real-world situations or not. In our work, the main construct threat is what would happen if we used our editor for designing much more complex models. Despite being an important threat, our editor is able to support large models. Therefore, we consider that the threat is not as disturbing.
8 Related Work

In the field of decision making, there exist many proposals that help decision makers to select among different alternatives for solving a problem [Cabrero, 2010, Herrera-Viedma, 2014, Loewer and Laddaga, 1985, Perez et al., 2016, Perez et al., 2018, Xu et al., 2017, Wu and Xu, 2012], some of them supported by graphical tools [Palomares et al., 2014, Ureña et al., 2015]. Nevertheless, they mainly focus on situations in which several experts need to achieve a common solution to a decision problem, while our solution aims at providing experts in a particular domain with a tool that allows them to design rigorously protocols that assist in decision-making processes such as diagnosis.

In the literature, we can find works that propose the use of formal methodologies for the development of medical devices and systems. Most of the proposals are applied to pacemakers [Gomes and Oliveira, 2009, Jee et al., 2010, Jiang et al., 2010, Méry and Singh, 2012, Leemans and Amalio, 2012, Kvatowska et al., 2014, Ai et al., 2020, Wang et al., 2020], infusion pumps [Alur et al., 2004, Arney et al., 2007, Masci et al., 2013, Singh et al., 2015, Costa et al., 2019] and hemodialysis systems [Arcaini et al., 2016, Gomes and Butterfield, 2016, Hoang et al., 2016, Khan et al., 2018].

These proposals address different phases of the development process, highlighting the modeling of systems, application of techniques of verification and validation. To a lesser extent they are also applied to code generation. The most used formalisms in these proposals are, mainly, Timed Automata and others based on states such as Hybrid Input Output Automata, Extended Finite State Machines, Petri Nets, Abstract State Machines, Z, Algebraic State Transition Diagrams or EVENTB modelling. The classification of the publications based on both the development phase to which they are applied and the formalism they use appear in Tables 4 and 3, respectively.

Another aspect of medicine in which formal methods have also been applied is the design of medical protocols [ten Teije et al., 2006, Mordecai, 2019], which facilitate and allow specialists a better understanding of the process of attention to the patients, improving their security.

Nevertheless, these approaches do not take into account uncertainty and imprecision, something critical when dealing with medical systems. As it has been shown along this paper, fuzzy logic allows us to overcome this drawback. To the best of our knowledge, there does not exist a graphical DSML for FZA that allows to design protocols for giving
support to specialists in the diagnosis of diseases.

9 Conclusions and Future Work

MODELFY is a model-driven solution for designing a decision-making process based on fuzzy information given by means of a FZA. The solution is composed of a DSML together with a graphical tool that allows experts that have a high knowledge in a particular domain, but do not have the necessary technical knowledge, to model FZAs in an intuitive way. The designed models can be then automatically transformed into code which can be executed on the AUNTY tool for fuzzy data analysis.

To demonstrate its feasibility, this solution has been applied to a non-trivial diagnostic medical protocol for detecting potential heart problems. The results have confirmed that the graphical modeling tool is useful for defining such a protocol in a user-friendly and rigorous manner, hiding all implementation details from domain experts.

Therefore, MODELFY is a novel solution for bringing FZA formalism closer to domain experts, who possess the appropriate knowledge for conducting the decision-making process. Our case study allows us to state that our solution is useful for defining in a precise way the protocols that guide the analysis of fuzzy data and automating their application. This solution can be used to model any decision problem that can be represented by means of a fuzzy automaton.

As a future work, we plan to extend our FZA DSLM and editor with different data types and t-norms to give support for the modeling and analysis of other application domains. Thanks to the use of model-driven techniques, FZA graphical models only have to be designed once by the domain experts. By creating and adding new model-to-code transformation rules, these graphical models could be automatically implemented in the programming languages required for performing fuzzy data analysis by means of the appropriate tools.
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A AUNTY code fragment

Listing 1 shows an excerpt of the file corresponding to the code, required by the AUNTY tool for the analysis of data, generated from the graphical MODELFY tool.

**Listing 1: AUNTY code fragment**

```
HAMACHER
gender,bpm,rr,minute,age
s0,s1,s2,s3,s4,s5,s6,s7,s8,s9,s10,s11,s12,s13,s14,s15,
s16,s17,s18,s19,s20,s21,s22,s23,s24,s25,s26,s27,s28,s29,
s30,s31,s32,s33,s34,s35,s36,s37,s38,s39,s40,s41,s42,s43,
s44,s45,s46,s47,s48,s49,s50,s51,s52,s53,s54,s55,s56,s57,
s58,s59,s60,s61,s62,s63,s64,s65,s66,s67,s68,s69,s70,s71,
s72,s73,s74,s75,s76,s77,s78,s79,s80,s81,s82,s83,s84,s85,
s86,s87,s88,s89,s90,s91,s92,s93,s94,s95,s96,s97,s98,s99,
s100,s101,s102,s103,s104,s105,s106,s107,s108,s109,s110,
s111,s112,s113,s114,s115,s116,s117,s118,s119,s120,s121,s122,
s123,s124,s125,s126,s127,s128,s129
s7
s7 s0
?gender gender
HAMACHER
gender=0 [0.0]
ID
s7 s8
?gender gender
HAMACHER
gender=1 [0.0]
ID
s0 s13
?age age
HAMACHER
20<=$age<=$29 [4.0]
ID
s13 s11
?min minute
True
ID
s13 s17
?end
True
ID
s11 s15
?bpm bpm
HAMACHER
63<=$bpm<=$83 [10.0]
ID
s15 s15
?rr rr
True
ID
s15 s12
?endrr
True
ID
s12 s13
!ok minute
True
ID
s11 s16
```
?bpm bpm
HAMACHER
bpm<=63 [10]
ID
s11 s16
?bpm bpm
HAMACHER
bpm>=83 [10]
ID
s16 s16
?rr rr
HAMACHER
724<rr<=1020 [148.0]
ID
s16 s12
?endrr
True
ID
s16 s14
?rr rr
HAMACHER
724>=rr [148.0]
ID
s16 s14
?rr rr
HAMACHER
rr>=1020 [148.0]
ID
s14 s14
?rr rr
True
ID
s14 s19
?endrr
True
ID
s19 s13
!Alarm minute
True
ID